**Timeline of Architectural Pattern Evolution**

**1960s – Monolithic Architecture**

* All logic, UI, and data access in a **single program**.
* No clear separation of concerns.
* Suitable for mainframes and simple desktop apps.

**Example**: Early COBOL or FORTRAN programs

**1970s – Modular Programming**

* Code organized into **modules or procedures**.
* Encouraged reusability and separation of logic.
* Still tightly coupled, but a big improvement over monolithic code.

**Languages**: Pascal, C

**1980s – Layered Architecture**

* Also called **N-tier architecture**.
* Divides applications into logical layers:
  + UI → Business Logic → Data Access
* Supports separation of concerns, better testing, and scaling.
* Still widely used today in enterprise and web development.

**1990s – MVC (Model-View-Controller)**

* First introduced in 1979 (Smalltalk), but **popularized in the 1990s** in GUI frameworks and web apps.
* Became the foundation for many web frameworks (like Django, Rails, ASP.NET)
* Encouraged **separation of UI and logic**, improving maintainability.

**2000s – SOA (Service-Oriented Architecture)**

* Systems started being **decomposed into services** that communicate over a network (usually via XML/SOAP).
* Allowed **reusability and interoperability** across platforms.
* Precursor to microservices, but heavier and less agile.

**2010s – Microservices**

* Evolved from SOA, but with **lighter, independently deployable services**.
* Each service handles a specific business function.
* Uses REST, gRPC(Google Remote Procedure Call), message queues, etc.

Enabled massive scaling (e.g., Netflix, Amazon)

**2020s – Event-Driven & Serverless Architectures**

* Focus on **asynchronous communication** and **on-demand compute**.
* Serverless (like AWS Lambda) abstracts infrastructure.
* Event-driven architecture supports real-time responsiveness and loose coupling.

Popular in modern cloud-native and IoT applications.

| **Decade** | **Pattern** | **Key Feature** |
| --- | --- | --- |
| 1960s | Monolithic | All-in-one app |
| 1970s | Modular | Separated into modules |
| 1980s | Layered | UI, logic, DB layers |
| 1990s | MVC | Separated model, view, controller |
| 2000s | SOA | Distributed services via contracts |
| 2010s | Microservices | Independent RESTful services |
| 2020s | Event-Driven, Serverless | Reactive, scalable, cloud-native |

**Key Drivers of Evolution:**

* **Scaling needs** (user traffic, services)
* **Maintainability** (ease of updates)
* **Technology advancements** (containers, cloud, async I/O)
* **Business agility** (faster deployment, CI/CD)

**Popular Architectural Patterns in Python**

These patterns describe how to organize your entire **application's structure** — including how components interact.

**1. Model-View-Template (MVT)**

* **Framework**: Django
* **Why it's popular**: Clean separation, batteries-included
* **Structure**:
  + **Model**: Handles database/data layer
  + **View**: Business logic / controller
  + **Template**: Renders HTML for the user (presentation)

# views.py

from django.shortcuts import render

from .models import Product

def product\_list(request):

products = Product.objects.all()

return render(request, "products.html", {"products": products})

**Used for**: Web apps, admin dashboards, CMSs  
Django powers sites like Instagram, Disqus, Pinterest.

**2. Model-View-Controller (MVC)**

* **Frameworks**: Flask, PyQt, Kivy
* **Why it's popular**: Simple, flexible
* **Structure**:
  + **Model**: Data layer
  + **View**: Presentation/UI
  + **Controller**: Handles input, updates model/view

# Flask MVC example

@app.route("/books")

def get\_books():

books = Book.query.all() # Model

return render\_template("books.html", books=books) # View

**Used for**: GUIs, web servers, minimal apps  
Flask is a go-to micro-framework for APIs and microservices.

**3. Layered Architecture (N-tier)**

* **Frameworks**: Any (Flask, FastAPI, Django)
* **Why it's popular**: Clean separation of concerns, easy to test/scale
* **Structure**:
  + **Presentation Layer** (UI/API)
  + **Service Layer** (business logic)
  + **Repository Layer** (data access)
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**Used for**: Scalable web apps, APIs, enterprise systems

**4. Microservices Architecture**

* **Tools**: FastAPI, Flask, Celery, RabbitMQ, Docker
* **Why it's popular**: Scalable, deployable, decoupled
* **Structure**:
  + Each service is a self-contained Python app (e.g., user-service, order-service)
  + Communicate via HTTP/REST or message queues

**Used for**: Large-scale apps, cloud-based apps  
Popular with FastAPI + Docker + Kubernetes setups

**5. Event-Driven Architecture**

* **Tools**: Celery, Redis, RabbitMQ, Kafka
* **Why it's popular**: Async, decoupled, real-time handling
* **Structure**:
  + Producer emits events
  + Consumer listens and reacts (e.g., background tasks)

# Celery task

@app.task

def send\_email(to, subject):

# send email here

**Used for**: Background jobs, real-time systems, ETL pipelines

**6. RESTful Architecture**

* **Frameworks**: FastAPI, Flask-RESTful, Django REST Framework
* **Why it's popular**: Standard for APIs
* **Structure**:
  + Resources are accessed using HTTP verbs: GET, POST, PUT, DELETE

@app.get("/users/{id}")

def get\_user(id: int):

return {"id": id, "name": "Alice"}

**Used for**: Web APIs, mobile backends, headless services

**7. Clean Architecture**

* **Conceptual** (not tied to a framework)
* **Why it's popular**: Testable, scalable, framework-agnostic
* **Structure**:
  + **Entities** (core business logic)
  + **Use Cases / Interactors**
  + **Interfaces / Adapters**
  + **Frameworks & Drivers** (e.g., FastAPI)

**Used for**: Enterprise systems, projects requiring long-term maintainability

| **Architectural Pattern** | **Main Use** | **Popular Tools/Frameworks** |
| --- | --- | --- |
| MVT (Model-View-Template) | Web apps | Django |
| MVC | Web & GUI apps | Flask, PyQt, Kivy |
| Layered (N-Tier) | Business apps, scalable APIs | Flask, FastAPI, Django |
| Microservices | Cloud-native, distributed apps | FastAPI, Docker, Celery |
| Event-Driven | Async/background jobs | Celery, RabbitMQ, Kafka |
| RESTful | APIs | FastAPI, Flask, DRF |
| Clean Architecture | Maintainable, testable apps | Framework-agnostic |

**What is MVC?**

**MVC** stands for **Model–View–Controller** — a **software architectural pattern** used to separate concerns in application development. It organizes code into three interconnected components:

**MVC Components:**

| **Component** | **Responsibility** | **Analogy** |
| --- | --- | --- |
| **Model** | Handles the **data** and **business logic** | Your database or backend |
| **View** | Handles the **UI** / what the user sees | HTML page or UI layer |
| **Controller** | Handles **user input** and updates model/view | The logic in between |

**Common Frameworks Using MVC:**

| **Framework** | **Language** | **Architecture** |
| --- | --- | --- |
| Django | Python | MVT (a variant of MVC) |
| Flask | Python | You can implement MVC manually |
| Ruby on Rails | Ruby | Strict MVC |
| ASP.NET MVC | C# | Classic MVC |

**Django – MVT (Model-View-Template)**

**What is MVT?**

| **MVT Component** | **Role** |
| --- | --- |
| **Model** | Manages data (DB ORM) |
| **View** | Business logic (controller) |
| **Template** | HTML rendering (UI) |

## What Are HTTP Response Codes?

HTTP status codes are **three-digit numbers** sent by a server in response to a client (browser or API) request.  
They indicate **whether the request was successful**, failed, redirected, or had some issue.

## Categories of HTTP Status Codes

| **Category** | **Code Range** | **Meaning** |
| --- | --- | --- |
| **1xx** | 100–199 | Informational responses |
| **2xx** | 200–299 | Success |
| **3xx** | 300–399 | Redirection |
| **4xx** | 400–499 | Client errors (your request) |
| **5xx** | 500–599 | Server errors (their problem) |

## Common HTTP Response Codes (Cheat Sheet)

### 1xx – Informational

| **Code** | **Meaning** |
| --- | --- |
| 100 | Continue |
| 101 | Switching Protocols |

### 2xx – Success

| **Code** | **Meaning** |
| --- | --- |
| 200 | OK – The request succeeded |
| 201 | Created – Resource was created |
| 202 | Accepted – Processing started |
| 204 | No Content – Success, no body |

### 3xx – Redirection

| **Code** | **Meaning** |
| --- | --- |
| 301 | Moved Permanently |
| 302 | Found (Temporary redirect) |
| 304 | Not Modified (for caching) |

### 4xx – Client Errors

| **Code** | **Meaning** |
| --- | --- |
| 400 | Bad Request – Invalid input |
| 401 | Unauthorized – Login required |
| 403 | Forbidden – No permission |
| 404 | Not Found – Resource missing |
| 405 | Method Not Allowed |
| 409 | Conflict – Duplicate or mismatch |
| 422 | Unprocessable Entity – Bad format in correct request |

### 5xx – Server Errors

| **Code** | **Meaning** |
| --- | --- |
| 500 | Internal Server Error |
| 502 | Bad Gateway |
| 503 | Service Unavailable |
| 504 | Gateway Timeout |

**How HTTP Responses Work in Django**

In Django, every view must return an **HTTP response** — typically using:

* HttpResponse (basic)
* JsonResponse (for APIs)
* Class-based views (HttpResponse under the hood)
* HttpResponseNotFound, HttpResponseForbidden, etc. for common status codes
* raise Http404 for 404 errors

**Basic HTTP Response Example**

from django.http import HttpResponse

def hello\_view(request):

return HttpResponse("Hello!", status=200) # 200 OK

**Returning JSON with a Status Code**

from django.http import JsonResponse

def data\_view(request):

data = {"message": "Success"}

return JsonResponse(data, status=200) # 200 OK

**Common Status Code Responses in Django**

| **Code Status** | **Use Case** | **Django Response Class / Method** |
| --- | --- | --- |
| 200 OK | Successful request | HttpResponse() or JsonResponse() |
| 201 Created | Created resource | JsonResponse(data, status=201) |
| 204 No Content | No body returned | HttpResponse(status=204) |
| 400 Bad Request | Invalid input | HttpResponseBadRequest() |
| 401 Unauthorized | Not built-in; use middleware | Custom response with status=401 |
| 403 Forbidden | No permission | HttpResponseForbidden() |
| 404 Not Found | Resource not found | raise Http404("message") |
| 500 Internal Server Error | Server issue | Let Django handle it, or custom middleware |

|  |  |  |
| --- | --- | --- |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |

**Framework Comparison:-**

**1. Django**

* **Best for**: Large-scale, full-featured web applications (e.g., content management systems, marketplaces).
* **Features**:
  + “Batteries included” – comes with admin panel, ORM, authentication, etc.
  + Follows **MVC/MVT** pattern.
  + Great for rapid development.
* **Use cases**: Instagram, Pinterest, Disqus.
* **Pros**:
  + Secure, scalable.
  + Large community and ecosystem.
  + Reduces boilerplate code.
* **Cons**:
  + Heavy for simple projects.
  + Less flexibility due to conventions.

**2. Flask**

* **Best for**: Small to medium-sized projects, or when you want more control over components.
* **Features**:
  + Lightweight and minimalist.
  + Microframework – you choose your own libraries (ORM, forms, etc.).
* **Use cases**: Netflix APIs, Reddit microservices.
* **Pros**:
  + Very flexible.
  + Easy to learn.
  + Perfect for building APIs.
* **Cons**:
  + Not as many built-in tools.
  + You manage more infrastructure manually.

**3. FastAPI**

* **Best for**: Building high-performance APIs and modern microservices.
* **Features**:
  + Based on Starlette and Pydantic.
  + Async support (great with WebSockets, background tasks).
  + Automatic OpenAPI docs (Swagger).
* **Use cases**: Machine learning APIs, microservices, real-time apps.
* **Pros**:
  + Blazing fast (thanks to async).
  + Easy validation and typing.
  + Modern syntax (Python 3.7+).
* **Cons**:
  + Newer, so fewer plugins than Django/Flask.
  + Learning curve with async and Pydantic.

<https://code.visualstudio.com/download>

**Module 1: Introduction to Django**

**1. Overview of Django Framework**

**Django** is a high-level Python web framework that encourages rapid development and clean, pragmatic design.

**Why Django?**

* Built-in tools to handle common web dev tasks (auth, forms, admin panel)
* Emphasizes security, scalability, and reusability
* Follows the **“batteries-included”** philosophy — many tools are already included

**2. Key Features**

**MVC vs. MTV Architecture**

| **MVC** | **MTV (Django's equivalent)** |
| --- | --- |
| Model | Model |
| View | Template |
| Controller | View |

**Model** – Handles data (database)

**Template** – Presentation layer (HTML)

**View** – Business logic (takes request, returns response)

![C:\Users\piyush\Desktop\download.jpg](data:image/jpeg;base64,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)

**Typical Django Project Folder Structure**

myproject/

│

├── manage.py

├── requirements.txt # Optional: for dependencies

├── .gitignore # Optional: for Git version control

│

├── myproject/ # Main project package

│ ├── \_\_init\_\_.py

│ ├── settings.py

│ ├── urls.py

│ ├── asgi.py

│ └── wsgi.py

│

├── app1/ # A Django app

│ ├── migrations/

│ │ └── \_\_init\_\_.py

│ ├── \_\_init\_\_.py

│ ├── admin.py

│ ├── apps.py

│ ├── models.py

│ ├── tests.py

│ ├── views.py

│ ├── urls.py # Optional: if app has routes

│ └── forms.py # Optional: for Django forms

│

├── app2/ # Another Django app

│ └── ...

│

├── templates/ # Global templates (optional)

│ └── base.html

│

├── static/ # Global static files (CSS, JS, images)

│ └── css/

│ └── style.css

│

└── media/ # User-uploaded files (optional)

**Key Components**

**manage.py**

* Command-line utility for managing the Django project (running server, migrations, etc.)

**myproject/ (Inner folder)**

* **settings.py**: Main configuration file (database, installed apps, middleware, etc.)
* **urls.py**: URL routing for the entire project
* **wsgi.py** & **asgi.py**: Entry points for WSGI/ASGI servers (used in deployment)

**app1/, app2/ (Apps)**

* Self-contained modules with:
  + **models.py**: Database models
  + **views.py**: Logic to handle requests/responses
  + **urls.py**: (optional) App-specific routes
  + **admin.py**: Admin panel registration
  + **forms.py**: (optional) Custom forms
  + **tests.py**: Tests for the app
  + **migrations/**: Auto-generated files for database schema changes

**templates/**

* Stores HTML templates
* Can be app-specific or global (configure TEMPLATES in settings.py)

**static/**

* CSS, JavaScript, images, etc.
* Can be global or per app (e.g., app1/static/app1/)

**media/**

* Used to store uploaded files (like user profile images)

**Optional But Common Additions**

* .env: For environment variables (using python-decouple or django-environ)

# Database configuration

DB\_HOST=localhost

DB\_PORT=5432

DB\_NAME=mydatabase

DB\_USER=myuser

DB\_PASSWORD=secretpassword

# API keys

API\_KEY=your\_api\_key\_here

SECRET\_KEY=your\_secret\_key\_here

# Debug mode

DEBUG=true

Settings for:-

* Database usernames & passwords
* API keys
* Debug mode flags
* Ports
* Secret tokens
* README.md: Documentation
* docker/ or Dockerfile: For containerization

**Built-in Admin Panel**

Django has a powerful auto-generated admin interface to manage your models (e.g., users, posts).

**ORM (Object-Relational Mapping)**

You use Python classes to define and interact with your database — no raw SQL needed.

**3. Setting Up the Development Environment**

**Prerequisites:**

* Python 3.8+
* pip (Python package manager)

**Step-by-Step:**

# 1. Create project folder

mkdir­ my\_django\_project

cd my\_django\_project

# 2. Set up a virtual environment

python -m venv venv

venv\Scripts\activate

# 3. Install Django

pip install django

# 4. Check version

django-admin --version

**4. Creating a Django Project and App**

**📁 Project vs. App:**

* **Project** = overall website (can have multiple apps)
* **App** = a module (like blog, shop, accounts)

**Create Project:**

django-admin startproject mysite

This creates:

mysite/

├── manage.py

├── mysite/

│ ├── \_\_init\_\_.py

│ ├── settings.py

│ ├── urls.py

│ ├── asgi.py

│ └── wsgi.py

**Create an App:**

Cd mysite

python manage.py startapp main

This creates:

main/

├── admin.py

├── apps.py

├── models.py

├── tests.py

├── views.py

├── migrations/

**Register the App in settings.py:**

# mysite/settings.py

INSTALLED\_APPS = [

...

'main',

]

**5. Running the Development Server**

python manage.py runserver

You’ll see:

Starting development server at http://127.0.0.1:8000/

Visit that URL in your browser — Django’s welcome page confirms it's working!

**Checklist:**

✔ Installed Django  
✔ Created virtual environment  
✔ Started a project and app  
✔ Run the development server

Microsoft Windows [Version 10.0.19045.6216]

(c) Microsoft Corporation. All rights reserved.

C:\Users\piyush>mkdir my\_django\_project

C:\Users\piyush>cd my\_django\_project

C:\Users\piyush\my\_django\_project>python -m venv venv

C:\Users\piyush\my\_django\_project>venv\Scripts\activate

(venv) C:\Users\piyush\my\_django\_project>pip install django

Collecting django

Using cached django-5.2.5-py3-none-any.whl.metadata (4.1 kB)

Collecting asgiref>=3.8.1 (from django)

Using cached asgiref-3.9.1-py3-none-any.whl.metadata (9.3 kB)

Collecting sqlparse>=0.3.1 (from django)

Using cached sqlparse-0.5.3-py3-none-any.whl.metadata (3.9 kB)

Collecting tzdata (from django)

Using cached tzdata-2025.2-py2.py3-none-any.whl.metadata (1.4 kB)

Using cached django-5.2.5-py3-none-any.whl (8.3 MB)

Using cached asgiref-3.9.1-py3-none-any.whl (23 kB)

Using cached sqlparse-0.5.3-py3-none-any.whl (44 kB)

Using cached tzdata-2025.2-py2.py3-none-any.whl (347 kB)

Installing collected packages: tzdata, sqlparse, asgiref, django

Successfully installed asgiref-3.9.1 django-5.2.5 sqlparse-0.5.3 tzdata-2025.2

[notice] A new release of pip is available: 25.1.1 -> 25.2

[notice] To update, run: python.exe -m pip install --upgrade pip

(venv) C:\Users\piyush\my\_django\_project>django-admin --version

5.2.5

(venv) C:\Users\piyush\my\_django\_project>django-admin startproject mysite

(venv) C:\Users\piyush\my\_django\_project>cd mysite

(venv) C:\Users\piyush\my\_django\_project\mysite>python manage.py startapp main

(venv) C:\Users\piyush\my\_django\_project\mysite>python manage.py runserver

Watching for file changes with StatReloader

Performing system checks...

System check identified no issues (0 silenced).

You have 18 unapplied migration(s). Your project may not work properly until you apply the migrations for app(s): admin, auth, contenttypes, sessions.

Run 'python manage.py migrate' to apply them.

August 24, 2025 - 10:23:05

Django version 5.2.5, using settings 'mysite.settings'

Starting development server at http://127.0.0.1:8000/

Quit the server with CTRL-BREAK.

WARNING: This is a development server. Do not use it in a production setting. Use a production WSGI or ASGI server instead.

For more information on production servers see: https://docs.djangoproject.com/en/5.2/howto/deployment/

[24/Aug/2025 10:23:33] "GET / HTTP/1.1" 200 12068

**Gihub**

Microsoft Windows [Version 10.0.19045.6216]

(c) Microsoft Corporation. All rights reserved.

C:\Users\piyush>cd my\_django\_project

C:\Users\piyush\my\_django\_project>git init

Initialized empty Git repository in C:/Users/piyush/my\_django\_project/.git/

C:\Users\piyush\my\_django\_project>git add .

C:\Users\piyush\my\_django\_project>git commit -m "Initial commit"

[master (root-commit) 3d454cf] Initial commit

23 files changed, 217 insertions(+)

create mode 100644 mysite/db.sqlite3

create mode 100644 mysite/main/\_\_init\_\_.py

create mode 100644 mysite/main/\_\_pycache\_\_/\_\_init\_\_.cpython-313.pyc

create mode 100644 mysite/main/\_\_pycache\_\_/admin.cpython-313.pyc

create mode 100644 mysite/main/\_\_pycache\_\_/apps.cpython-313.pyc

create mode 100644 mysite/main/\_\_pycache\_\_/models.cpython-313.pyc

create mode 100644 mysite/main/admin.py

create mode 100644 mysite/main/apps.py

create mode 100644 mysite/main/migrations/\_\_init\_\_.py

create mode 100644 mysite/main/migrations/\_\_pycache\_\_/\_\_init\_\_.cpython-313.pyc

create mode 100644 mysite/main/models.py

create mode 100644 mysite/main/tests.py

create mode 100644 mysite/main/views.py

create mode 100644 mysite/manage.py

create mode 100644 mysite/mysite/\_\_init\_\_.py

create mode 100644 mysite/mysite/\_\_pycache\_\_/\_\_init\_\_.cpython-313.pyc

create mode 100644 mysite/mysite/\_\_pycache\_\_/settings.cpython-313.pyc

create mode 100644 mysite/mysite/\_\_pycache\_\_/urls.cpython-313.pyc

create mode 100644 mysite/mysite/\_\_pycache\_\_/wsgi.cpython-313.pyc

create mode 100644 mysite/mysite/asgi.py

create mode 100644 mysite/mysite/settings.py

create mode 100644 mysite/mysite/urls.py

create mode 100644 mysite/mysite/wsgi.py

C:\Users\piyush\my\_django\_project>git remote add origin https://github.com/ModernAIisthefuture/django.git

C:\Users\piyush\my\_django\_project>git branch -M main

C:\Users\piyush\my\_django\_project>git push -u origin main

Enumerating objects: 29, done.

Counting objects: 100% (29/29), done.

Delta compression using up to 8 threads

Compressing objects: 100% (27/27), done.

Writing objects: 100% (29/29), 6.98 KiB | 649.00 KiB/s, done.

Total 29 (delta 4), reused 0 (delta 0), pack-reused 0 (from 0)

remote: Resolving deltas: 100% (4/4), done.

To https://github.com/ModernAIisthefuture/django.git

\* [new branch] main -> main

branch 'main' set up to track 'origin/main'.

C:\Users\piyush\my\_django\_project>

## Module 2: Django Views and URL Routing

### 1. ****Understanding Views in Django****

A **view** is a Python function (or class) that takes a web request and returns a web response.

**Basic example:**

# main/views.py

from django.http import HttpResponse

def home(request):

return HttpResponse("Hello, Django!")

|  |  |
| --- | --- |
| from django.http | ---Go into the Django framework, specifically the http module |

|  |  |
| --- | --- |
| import HttpResponse | --Import the HttpResponse class from that module |

### 2. ****Creating Function-Based Views (FBVs)****

Function-Based Views are the most common starting point in Django.

# main/views.py

from django.shortcuts import render

def home(request):

return render(request, 'home.html') # renders an HTML template

|  |  |
| --- | --- |
| from django.shortcuts | Go into Django's shortcuts module |
| import render | Import the render function from that module |
|  |  |

### What is render() used for?

The render() function combines:

1. A **template** (HTML file)
2. A **context** (data to pass to the template)
3. A **request object**

And returns a complete **HTML response** to send to the browser.

### 3. ****Mapping URLs to Views using**** urls.py

#### Step-by-step:

##### 1. Create urls.py in your app (main/):

# main/urls.py

from django.urls import path

from . import views

urlpatterns = [

path('', views.home, name='home'),

]

##### 2. Include app URLs in the project-level urls.py (mysite/urls.py):

# mysite/urls.py

from django.contrib import admin

from django.urls import path, include

urlpatterns = [

path('admin/', admin.site.urls),

path('', include('main.urls')), # root URL goes to the main app

]

#### from django.urls import path

* This imports the path() function from Django's urls module.
* path() is used to define URL patterns in Django.

Example usage:

* path('home/', views.home)

#### from . import views

* This imports the views.py file from the **current directory** (the current Django app).
* It allows you to reference view functions or classes defined in views.py.
* Example:
* path('home/', views.home) # This would call the home() function in views.py

#### from django.contrib import admin

* Imports Django’s built-in admin interface.
* The admin interface is a web-based tool for managing site content (models, users, etc.).

#### from django.urls import path, include

* include is used to **include other URL configurations**. Useful when you split URLs by app.
  + Example:

path('blog/', include('blog.urls')) # Includes all URLs from the blog app

### 4. ****Rendering Dynamic Content in HTML Templates****

#### Step-by-step:

##### 1. Create a folder called templates in your main/ app:

main/

└── templates/

└── home.html

##### 2. Add a simple HTML file:

<!-- main/templates/home.html -->

<!DOCTYPE html>

<html>

<head>

<title>Django Home</title>

</head>

<body>

<h1>Welcome, {{ name }}!</h1>

</body>

</html>

##### 3. Update your view to send dynamic content:

# main/views.py

def home(request):

context = {'name': 'Django Developer'}

return render(request, 'home.html', context)

Now visiting http://127.0.0.1:8000/ should show:

Welcome, Django Developer!

### 5. ****Static Files (CSS, JS, Images) in Django****

#### Step-by-step:

##### 1. Create a folder called static inside your app:

main/

└── static/

└── css/

└── style.css

##### 2. Add CSS (example):

/\* main/static/css/style.css \*/

body {

background-color: #f0f0f0;

font-family: Arial;

}

##### 3. Load static files in your template:

<!-- main/templates/home.html -->

{% load static %}

<!DOCTYPE html>

<html>

<head>

<title>Django Home</title>

<link rel="stylesheet" type="text/css" href="{% static 'css/style.css' %}">

</head>

<body>

<h1>Welcome, {{ name }}!</h1>

</body>

</html>

##### 4. Make sure Django knows to find static files. In settings.py:

# mysite/settings.py

STATIC\_URL = '/static/'

Now Django will serve CSS files in development mode automatically!

## Checklist:

✔ Defined function-based views  
✔ Mapped URLs using urls.py  
✔ Rendered dynamic content with templates  
✔ Linked static CSS files to your HTML

**Django App – "formapp"**

Task List :-

* Displays an HTML form on one page
* Collects the form input
* Sends it to another page and displays it

**1. Create Django Project and App**

C:\Users\piyush>mkdir django\_form

C:\Users\piyush>cd django\_form

C:\Users\piyush> pip install django

C:\Users\piyush\django\_form>pip install django

C:\Users\piyush\django\_form>django-admin startproject myproject

Or

C:\Users\piyush\django\_form>python –m django startproject myproject

C:\Users\piyush\django\_form>cd myproject

C:\Users\piyush\django\_form\myproject>python manage.py startapp formapp

**2. Register the App**

Edit myproject/settings.py:

INSTALLED\_APPS = [

...

'formapp', # Add this line

]

**3. Create URLs**

**myproject/urls.py (Project-level)**

from django.contrib import admin

from django.urls import path, include

urlpatterns = [

path('admin/', admin.site.urls),

path('', include('formapp.urls')), # Point to app URLs

]

**formapp/urls.py (App-level)**

Create this file inside the formapp/ folder:

# formapp/urls.py

from django.urls import path

from . import views

urlpatterns = [

path('', views.form\_page, name='form\_page'),

path('submit/', views.submit\_form, name='submit\_form'),

]

**4. Create Views**

**formapp/views.py**

from django.shortcuts import render, redirect

def form\_page(request):

return render(request, 'formapp/form.html')

def submit\_form(request):

if request.method == 'POST':

name = request.POST.get('name')

email = request.POST.get('email')

return render(request, 'formapp/result.html', {

'name': name,

'email': email

})

return redirect('form\_page')

**5. Create Templates**

Create this folder structure:

formapp/

└── templates/

└── formapp/

├── form.html

└── result.html

**formapp/templates/formapp/form.html**

<!DOCTYPE html>

<html>

<head>

<title>Form Page</title>

</head>

<body>

<h2>Submit Your Info</h2>

<form method="POST" action="{% url 'submit\_form' %}">

{% csrf\_token %}

<label>Name:</label>

<input type="text" name="name" required><br><br>

<label>Email:</label>

<input type="email" name="email" required><br><br>

<button type="submit">Submit</button>

</form>

</body>

</html>

**formapp/templates/formapp/result.html**

<!DOCTYPE html>

<html>

<head>

<title>Result Page</title>

</head>

<body>

<h2>Form Submitted Successfully!</h2>

<p><strong>Name:</strong> {{ name }}</p>

<p><strong>Email:</strong> {{ email }}</p>

<a href="{% url 'form\_page' %}">Back to Form</a>

</body>

</html>

**6. Run the Server**

python manage.py runserver

Now visit:

* http://127.0.0.1:8000/ → The form page
* After submission → You’ll see the result page with the entered values

| **File / Folder** | **Purpose** |
| --- | --- |
| formapp/views.py | Handle form and result display |
| formapp/urls.py | URL routing for the app |
| formapp/templates/ | HTML templates for the form & result |
| myproject/urls.py | Includes app URLs |
| settings.py | Registers the app |

In Django templates, {{ }} and {% %} are the two main types of **template tags** used to render dynamic content and control logic.

**{{ ... }} – Variable Tag**

* Used to **output (display) variables**.
* Django evaluates what's inside and replaces it with its value.

**Examples:**

<p>Hello, {{ user.username }}!</p>

* If user.username = 'alice', it renders:
* Hello, alice!

<p>Title: {{ post.title }}</p>

**{% ... %} – Template Tag / Logic Tag**

* Used for **template logic** like conditions, loops, includes, etc.
* These don't output content directly but control how the page is rendered.

**Examples:**

**Loop**

<ul>

{% for item in items %}

<li>{{ item }}</li>

{% endfor %}

</ul>

**If Condition**

{% if user.is\_authenticated %}

<p>Welcome, {{ user.username }}</p>

{% else %}

<p>Please log in.</p>

{% endif %}

**Include another Template**

{% include 'navbar.html' %}

**Load a Template Tag Library**

{% load static %}

Used for things like loading static files (CSS/JS):

<link rel="stylesheet" href="{% static 'css/style.css' %}">

{% load custom\_tags %} - Loads a custom template tag library.

{% csrf\_token %} - Adds a CSRF token in forms for security.

{% url 'viewname' arg1 arg2 %}- Returns the URL of a view using its name.

Example:

<a href="{% url 'post\_detail' post.id %}">Read more</a>

| **Tag Type** | **Syntax** | **Purpose** | **Example** |
| --- | --- | --- | --- |
| Variable | {{ ... }} | Display data/variables | {{ user.username }} |
| Logic | {% ... %} | Control flow / logic / tags | {% if %}, {% for %}, {% include %} |

The manage.py file in a **Django** project is a **command-line utility** that helps you interact with your project in various ways.

**What does manage.py do?**

It acts as a **wrapper** around Django’s command-line tool (django-admin) and provides:

1. **Project-specific settings**:  
   It sets the DJANGO\_SETTINGS\_MODULE environment variable to point to your project’s settings file, so Django knows which settings to use.
2. **Simplified commands**:  
   You can run various Django management commands easily using it.

**Common uses of manage.py**

| **Command** | **Purpose** |
| --- | --- |
| python manage.py runserver | Starts the development web server |
| python manage.py makemigrations | Creates new migrations based on changes in models |
| python manage.py migrate | Applies migrations to the database |
| python manage.py createsuperuser | Creates an admin (super) user |
| python manage.py shell | Opens an interactive Python shell with your project loaded |
| python manage.py startapp appname | Creates a new Django app |
| python manage.py test | Runs unit tests |

**Summary**

manage.py is your main tool to **run, develop, test, and manage** a Django project. It connects your project to Django’s tools in a clean and project-specific way.

**Project Overview**

* **App Name:** reviews
* **Model:** BookReview
* **Form:** BookReviewForm
* **Views:** submit\_review, review\_list
* **Templates:** Form page and a reviews list

**Step-by-step Implementation**

**1. Create Django Project and App**

django-admin startproject booksite

cd booksite

python manage.py startapp reviews

Add 'reviews' to INSTALLED\_APPS in booksite/settings.py.

**2. Create Model (models.py)**

# reviews/models.py

from django.db import models

class BookReview(models.Model):

title = models.CharField(max\_length=100)

author = models.CharField(max\_length=100)

review = models.TextField()

rating = models.IntegerField(choices=[(i, i) for i in range(1, 6)])

created\_at = models.DateTimeField(auto\_now\_add=True)

def \_\_str\_\_(self):

return f"{self.title} by {self.author}"

Run migrations:

python manage.py makemigrations

python manage.py migrate

**3. Create Form (forms.py)**

# reviews/forms.py

from django import forms

from .models import BookReview

class BookReviewForm(forms.ModelForm):

class Meta:

model = BookReview

fields = ['title', 'author', 'review', 'rating']

widgets = {

'review': forms.Textarea(attrs={'rows': 5}),

}

**4. Create Views (views.py)**

# reviews/views.py

from django.shortcuts import render, redirect

from .forms import BookReviewForm

from .models import BookReview

def submit\_review(request):

if request.method == 'POST':

form = BookReviewForm(request.POST)

if form.is\_valid():

form.save()

return redirect('review\_list')

else:

form = BookReviewForm()

return render(request, 'reviews/submit\_review.html', {'form': form})

def review\_list(request):

reviews = BookReview.objects.all().order\_by('-created\_at')

return render(request, 'reviews/review\_list.html', {'reviews': reviews})

**5. Configure URLs**

In reviews/urls.py (create this file):

# reviews/urls.py

from django.urls import path

from . import views

urlpatterns = [

path('submit/', views.submit\_review, name='submit\_review'),

path('', views.review\_list, name='review\_list'),

]

Include in project urls.py:

# booksite/urls.py

from django.contrib import admin

from django.urls import path, include

urlpatterns = [

path('admin/', admin.site.urls),

path('', include('reviews.urls')),

]

**6. Create Templates**

* Create folder templates/reviews/ in your app directory.

**submit\_review.html**

<!DOCTYPE html>

<html>

<head>

<title>Submit Review</title>

</head>

<body>

<h1>Submit a Book Review</h1>

<form method="post">

{% csrf\_token %}

{{ form.as\_p }}

{% if form.errors %}

<ul style="color: red;">

{% for field in form %}

{% for error in field.errors %}

<li>{{ field.label }}: {{ error }}</li>

{% endfor %}

{% endfor %}

</ul>

{% endif %}

<button type="submit">Submit</button>

</form>

<a href="{% url 'review\_list' %}">View all reviews</a>

</body>

</html>

**review\_list.html**

<!DOCTYPE html>

<html>

<head>

<title>Book Reviews</title>

</head>

<body>

<h1>All Book Reviews</h1>

{% for review in reviews %}

<div style="border:1px solid #ccc; margin:10px; padding:10px;">

<h2>{{ review.title }} by {{ review.author }}</h2>

<p>{{ review.review }}</p>

<strong>Rating: {{ review.rating }}/5</strong>

<br>

<small>Reviewed on {{ review.created\_at }}</small>

</div>

{% empty %}

<p>No reviews yet.</p>

{% endfor %}

<a href="{% url 'submit\_review' %}">Submit a new review</a>

</body>

</html>

**Test It Out**

Run the dev server:

python manage.py runserver